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Disconnected Entities
Disconnected Entities is an anti-pattern seen in Salesforce development where two or more objects have no direct relationship, but they still need to interact in some 
way. This can lead to issues with data integrity, validation, reporting, and user experience.

Here's a simplified example of this anti-pattern: Let's say there are two objects, Order and Shipment. The Order has a status field that's supposed to change to 
'Shipped' when a related Shipment record is created. But in this case, Order and Shipment are disconnected - there's no relationship field between them.

This might cause issues such as:

1. Data integrity: There's no built-in way to make sure that every Order gets a related Shipment when it's supposed to, or that Shipments aren't created for 
Orders that shouldn't have them.

2. Validation: It's harder to implement validation rules when the data you need to validate against isn't directly related.
3. Reporting: It's hard to create reports that link Orders and Shipments together.
4. User experience: Users have to manually link Orders and Shipments together, for example by making sure they both have the same order number.

In Salesforce, it's often recommended to use built-in relational features whenever possible to avoid these issues. So in this example, creating a relationship field 
between Order and Shipment could solve many of these issues.

Also, remember to consider other patterns like Lookup Filtering, Master-Detail relationships, Junction objects etc. These may allow you to maintain strong data 
relationships and enforce validation rules, while also enabling robust reporting and a better user experience.

However, sometimes it may be necessary to maintain disconnected entities due to limitations in the data model or business requirements. In such cases, careful 
architecture and development practices will be required to maintain data integrity and application performance.



Unplanned Growth
Unplanned Growth is a common anti-pattern that can occur in many types of software systems, including Salesforce. It refers to the scenario where an application or system grows in a way that was not 
anticipated or planned for in the original design. This can lead to a variety of issues, including code and design complexity, difficulties in maintenance, and reduced system performance.

In Salesforce, this might happen due to a variety of reasons:

1. Business requirements evolve: Over time, your business needs may change and you may need to add additional features or functionality to your Salesforce implementation. If these changes are 
not carefully planned and designed, they can lead to code complexity and maintainability issues.

2. Excessive customization: Salesforce is a highly customizable platform and it's easy to start adding fields, objects, and custom code to meet specific needs. However, without a clear strategy and 
guidelines, these customizations can quickly lead to a messy and complicated system.

3. Lack of technical governance: If there is not a strong technical governance in place, it can lead to uncontrolled growth where different teams or individuals are making changes without a 
coordinated plan or design.

These can lead to a number of problems, including:

● Poor system performance
● Difficulties in understanding and maintaining the system
● Increased risk of bugs and errors
● Challenges in testing and quality assurance
● Reduced user satisfaction

To avoid this anti-pattern, it's recommended to follow best practices for Salesforce development:

● Have a clear plan and design for your Salesforce implementation. This should be reviewed and updated as business requirements change.
● Limit customizations to those that are necessary to meet business requirements. Salesforce's declarative features (like workflows, process builder, etc.) should be used as much as possible before 

resorting to custom code.
● Establish a technical governance process to manage changes to the system. This should include code reviews, testing, and a process for approving and deploying changes.
● Regularly review and clean up your Salesforce org. This could include removing unused fields and objects, optimizing code, and archiving old data.



Unconstrained Data Synchronization
Unconstrained Data Synchronization is an anti-pattern in Salesforce and other distributed systems where data is continuously replicated between two or more systems without proper controls and 
considerations. This can lead to data integrity issues, inefficient use of system resources, and even legal or compliance issues.

Here are the problems that could arise due to Unconstrained Data Synchronization:

1. Data Integrity: If there is a conflict between the data in two systems, it might be hard to determine which one is correct. This could lead to loss of data or incorrect data being used.
2. Performance: Continuously synchronizing large amounts of data can put a strain on your system resources and potentially slow down your application.
3. Data Usage and Privacy: Depending on the nature of your data and the regulatory environment of your business, synchronizing data between systems could lead to breaches of data 

privacy regulations.

To avoid this anti-pattern, consider these approaches:

1. Clear Synchronization Strategy: Define which data needs to be synchronized, how often it should be synchronized, and in which direction. Not all data needs to be synchronized, and 
some data might need to be synchronized more frequently than others. Also, consider using unidirectional sync if bidirectional is not necessary.

2. Conflict Resolution Strategy: Establish a clear strategy for resolving conflicts when the same data is modified in two different systems. This might involve designating one system as the 
source of truth for certain data.

3. Error Handling: Have a robust error handling process in place to handle issues that might arise during synchronization. This should include logging and alerting mechanisms to notify 
relevant parties when an error occurs.

4. Data Privacy: Ensure that your data synchronization practices are in compliance with all relevant data privacy laws and regulations. This might involve encrypting data in transit and at 
rest, limiting who has access to the data, and regularly auditing your data handling practices.

5. Use Salesforce Tools: Use Salesforce’s built-in tools for data management and synchronization. Salesforce Connect, External Objects, or integration platforms like Mulesoft can provide a 
robust, controlled, and efficient data synchronization mechanism.

By following these best practices, you can avoid the pitfalls of the Unconstrained Data Synchronization anti-pattern and ensure that your data is handled in a secure, efficient, and compliant 
manner.



Ignoring the Ecosystem
Ignoring the Ecosystem is an anti-pattern in Salesforce development where developers or businesses attempt to build all functionality from scratch, instead of leveraging the rich ecosystem of apps 
and components that Salesforce and its community offer.

Salesforce has a robust ecosystem that includes AppExchange, where you can find thousands of ready-to-install apps, integrations, and extensions. These offerings can greatly reduce development 
time and effort, while often providing well-tested, robust solutions for common business needs.

The anti-pattern arises when businesses or developers:

1. Over-Customize: Build custom solutions for problems that could be easily solved with existing apps or components. This not only leads to wasted time and resources, but also may 
result in solutions that are less robust and harder to maintain.

2. Reinvent the Wheel: Develop functionality that mirrors existing Salesforce features or readily available tools in the ecosystem. This approach ignores the value of shared development 
and can lead to maintenance nightmares in the future.

3. Fail to Stay Current: Salesforce and its ecosystem are constantly evolving, with new features and improvements being released regularly. If you don't stay up-to-date, you may miss 
opportunities to improve and simplify your solution.

To avoid this anti-pattern, consider the following strategies:

● Leverage the Ecosystem: Before embarking on custom development, check if there's an existing tool or app in the Salesforce ecosystem that meets your needs. AppExchange is a good 
starting point.

● Stay Current: Regularly review Salesforce release notes and stay informed about updates to the platform and the broader ecosystem. Salesforce typically has three major updates a 
year, and each one can bring significant changes and new features.

● Consider Long-Term Maintenance: Remember that custom code isn't just a one-time cost. It needs to be maintained and updated over time, especially with Salesforce's regular 
updates. Using pre-built solutions can often reduce this long-term maintenance burden.

● Understand the Limitations: While the Salesforce ecosystem can provide many ready-made solutions, these may not always perfectly fit your needs. In such cases, a well-planned 
custom solution might be the better choice. The key is to make this a conscious decision, considering all the pros and cons.

● Use a Blended Approach: Sometimes, the best approach is to use a blend of built-in Salesforce functionality, apps from the ecosystem, and custom development. This allows you to 
leverage the strengths of each while mitigating their weaknesses.



License-Based Solutioning
License-Based Solutioning is an anti-pattern in Salesforce development that occurs when solutions are designed and built primarily based on the types of licenses an 
organization has, without sufficiently considering business requirements or potential future changes.

This is problematic for several reasons:

1. Misalignment with Business Needs: The primary goal of a Salesforce solution should be to meet business requirements. If your solution is constrained by 
the types of licenses you have, it may not fully meet these requirements.

2. Reduced Flexibility: The types of licenses you have today may not be the ones you'll have in the future. If your solution is tightly tied to specific licenses, it 
may be difficult to adapt if you need to change your licensing structure.

3. Increased Costs: If you're designing solutions to fit within the constraints of certain licenses, you might end up creating overly complex solutions that 
require additional development time and resources. In some cases, it may be more cost-effective to purchase additional or different licenses.

Here are some strategies to avoid the License-Based Solutioning anti-pattern:

● Focus on Business Requirements: Your primary guide when designing a solution should be the business requirements, not the types of licenses you have. 
Start by understanding what the business needs, and then figure out how to deliver that within your current resources.

● Plan for Change: Licensing requirements can change over time. You may need to add more users, upgrade to a different type of license, or even switch to a 
different Salesforce product. Make sure your solution is flexible enough to accommodate these potential changes.

● Understand Licensing Options: Salesforce has a wide range of license types, each with its own set of capabilities and limitations. Make sure you have a 
good understanding of these options and choose the ones that best meet your business needs, while also considering cost.

● Seek Advice: If you're unsure about the best way to align your Salesforce solution with your licensing structure, consider seeking advice from a Salesforce 
consultant or a trusted member of the Salesforce community. They can provide valuable insights based on their experience and knowledge of the platform.

Remember, the goal is to find a balance between leveraging the licenses you have and meeting your business needs in the most efficient and cost-effective way.



Assumption-Driven Customization
Assumption-Driven Customization is an anti-pattern in Salesforce development which occurs when changes are made to a Salesforce system based on assumptions about business requirements, 
rather than clear and well-understood specifications.

In this anti-pattern, developers or system administrators make changes based on what they believe the business needs, without properly verifying their assumptions with the appropriate 
stakeholders. This can lead to several potential issues:

1. Misaligned Functionality: If assumptions about business requirements are incorrect, the resulting functionality may not align with what the business actually needs, leading to 
inefficiencies or even entirely wasted effort.

2. Unexpected Side Effects: Changes made based on assumptions can lead to unexpected side effects elsewhere in the system. This is especially true in Salesforce, where many 
components are interconnected.

3. Increased Costs: Making changes based on incorrect assumptions can lead to increased costs, as more time may be needed to correct errors and rework solutions.
4. Low User Adoption: If users feel that the system does not meet their needs, they may resist adopting it, resulting in lower overall effectiveness for the Salesforce implementation.

Here's how to avoid this anti-pattern:

● Requirements Gathering: Spend sufficient time on requirements gathering before starting development. Ensure you understand not only the high-level business needs, but also the 
specific details of how users will interact with the system.

● Validation: Regularly validate your understanding of the requirements with the appropriate stakeholders. This is especially important if the requirements are complex or if they evolve 
over time.

● Iterative Development: Adopt an iterative development process, where you build a small part of the system, demonstrate it to users, gather feedback, and make improvements before 
moving on to the next part. This helps to ensure that the final product closely matches the business needs.

● Communication: Maintain open lines of communication with all stakeholders. Make sure they feel comfortable expressing their needs and concerns, and make sure you feel 
comfortable asking for clarification when you're unsure about something.

Remember, the goal of Salesforce customization should always be to meet the real, validated needs of the business and its users. Avoid making changes based on assumptions, and always seek to 
understand the full context before starting development.



Automation Overload
The Automation Overload is an anti-pattern that occurs in Salesforce when there's an excessive or uncontrolled use of automation tools and features. While Salesforce provides powerful 
automation tools like Flow and Apex Triggers, overuse or misuse of these tools can lead to complexity, reduced performance, and unexpected behavior.

Here's how this anti-pattern can manifest:

1. Overlapping Automation: If multiple automations are set up to perform similar or overlapping tasks, it can create confusion and lead to unforeseen consequences, especially if these 
automations are triggered by the same event.

2. Complex Debugging: When a system has many automation rules, it can be challenging to debug issues or predict how changes will impact the system.
3. Reduced Performance: Too many automation rules, especially ones that are poorly designed, can impact the system's performance.
4. Maintenance Overhead: The more automations there are, the more maintenance is required. Over time, this can become a significant drain on resources.

To avoid this anti-pattern, consider the following best practices:

● Plan Ahead: Before creating a new automation, thoroughly consider its purpose and potential impact on the system. Make sure it doesn't duplicate an existing automation and that it 
won't conflict with other automations.

● Use the Right Tool: Salesforce offers different tools for different needs. Workflow rules, for instance, are great for simple field updates or email alerts. More complex logic may be better 
suited to Process Builder or Flow, while Apex Triggers allow for complex, record-level operations.

● Document Your Automations: Keeping track of your automations—what they do, why they were created, and when they run—can help manage complexity and aid in debugging. A 
well-maintained data dictionary can be a good solution here.

● Regular Reviews: Regularly review your automation rules to ensure they are still needed and functioning as expected. Remove or deactivate outdated automations.
● Limit the Number of Automation Tools: Whenever possible, limit the number of automation tools in use for a given object. If you can accomplish all your automation using Flows, for 

example, avoid adding additional process builders or triggers.
● Use Bulkified Logic: Ensure your automations can handle bulk operations efficiently, to avoid hitting Salesforce governor limits.

Following these practices will help you keep your Salesforce org clean, efficient, and easy to maintain.



Overweight Component
The Overweight Component anti-pattern in Salesforce development occurs when a single component (like an Apex class, a Lightning component, or a Visualforce 
page) takes on too much responsibility or tries to perform too many tasks.

This is problematic for several reasons:

1. Decreased Readability: When a component is responsible for too many things, the code can become cluttered and difficult to read and understand.
2. Reduced Maintainability: Changes become more difficult to implement because of the risk that a change to one part of the component might 

inadvertently impact other parts.
3. Increased Complexity: Overweight components can lead to complex, spaghetti-like code where data and control flow in a tangled manner, making it hard 

to debug or extend the component.
4. Limited Reusability: When a component does too many things, it's hard to reuse it in different contexts without carrying along unnecessary functionality.

To avoid the Overweight Component anti-pattern, follow these principles:

● Single Responsibility Principle: Every component should have one, and only one, reason to change. This principle, which comes from object-oriented 
design, means that each component should be responsible for a single part of the functionality.

● Separation of Concerns: Different concerns, such as data access, business logic, and presentation, should be handled by separate components.
● Modularity: Design your components to be modular, where each component does one thing and does it well. Modular components are easier to 

understand, test, and reuse.
● Reuse Existing Components: Before writing new components, always check if there's an existing component (either built-in or from a trusted source) that 

does what you need.

By adhering to these principles, you can make your Salesforce codebase more maintainable, more readable, and easier to extend, which will help you save time and 
resources in the long run.



God Class
The "God Class" is a term used in software development to describe a class that knows too much or does too much, thus becoming overly complicated and difficult to maintain. It's considered an 
anti-pattern because it goes against the principles of good object-oriented design, which emphasize modularity and the separation of concerns.

In the context of Salesforce, a God Class could be an Apex class that's handling too many responsibilities. For example, a single class that handles business logic, data access, validation, and 
exception handling, or a class that manages multiple unrelated business processes. This might seem efficient in the short term, but it can lead to problems in the long run:

1. Hard to Understand: When a class does too much, it becomes more complex and difficult to understand, making it harder for developers to maintain and debug.
2. Difficult to Test: God Classes tend to be tightly coupled and may have many dependencies, which makes them more difficult to test. This increases the risk of bugs and makes changes 

more risky.
3. Less Reusable: A class that does one specific thing well can be easily reused in different contexts. However, a God Class that does many different things is less likely to be reusable, 

because you might not need all of its functionality.
4. Violates Single Responsibility Principle: According to the Single Responsibility Principle, a class should have one, and only one, reason to change. God Classes typically violate this 

principle, making them harder to maintain and extend.

Here are some strategies to avoid the God Class anti-pattern in Salesforce development:

● Single Responsibility Principle: As already mentioned, each class should have one responsibility. If you find that a class is doing too much, consider breaking it up into smaller classes, 
each with a single responsibility.

● Separation of Concerns: Different aspects of your application, such as data access, business logic, and presentation, should be handled by separate classes.
● Use Helper Classes: If your class is becoming too large, consider creating helper classes to handle some of its responsibilities.
● Modular Design: Design your application in a modular way, where each module handles a specific aspect of the functionality.

Remember, while it may sometimes seem easier to add another method to an existing class rather than creating a new one, it's important to consider the long-term maintainability and 
extendability of your codebase.



Error Hiding
Error Hiding is an anti-pattern that can occur in any software 
system, including Salesforce. This anti-pattern happens when an 
error or exception occurs in a system, but the error is caught 
and handled in such a way that it is not properly reported or 
logged. This can make it very difficult to understand and fix 
issues, as you don't have clear visibility into what's going wrong.

Here's how this might look in a Salesforce context:

try {

    // Some code that might throw an exception

} catch (Exception e) {

    // The exception is caught here, but nothing is done with it

}

In this code, any exception that occurs in the try block is caught, but then nothing is done with it. The 
exception isn't logged or reported in any way, so if something goes wrong, it could be very difficult to 
understand what happened.

This anti-pattern can lead to several problems:

1. Difficult Debugging: Without visibility into errors when they occur, it can be very 
challenging to debug issues and understand their root causes.

2. Misleading Information: Since errors are hidden, the system might appear to be 
functioning correctly when it's not, leading to incorrect assumptions and decisions.

3. Data Integrity Issues: If errors occur but are not properly handled, it could lead to data 
being in an incorrect or inconsistent state.

To avoid the Error Hiding anti-pattern in Salesforce, consider the following best practices:

● Proper Error Handling: Whenever you catch an exception, make sure to handle it 
appropriately. This could include logging the error, sending an email to an administrator, or 
displaying a meaningful error message to the user.

● Use Built-in Logging: Salesforce provides built-in mechanisms for logging, including debug 
logs and the System.debug method in Apex. Use these tools to log exceptions and other 
important events.

● Inform Users: If an error occurs that impacts a user's interaction, be sure to inform the 
user in a clear and understandable way.

● Monitor Logs and Errors: Regularly review your logs and any error reports to catch and 
address issues quickly.

Following these practices can help ensure that when errors occur, they are visible and can be quickly 
addressed, improving the reliability and maintainability of your Salesforce system.



Middleware in Name Only (MINO)
"Middleware In Name Only" is a Salesforce integration anti-pattern where an external system interacts with Salesforce in a way that essentially bypasses the typical functionality of middleware. 
Middleware is software that acts as a bridge between an operating system or database and applications, especially on a network.

In a typical scenario, a middleware tool or service would be responsible for data translation, error handling, orchestration, batch management, and other tasks when interacting with Salesforce. 
When an integration is "Middleware In Name Only", the middleware doesn't fulfill these duties. Instead, most or all of this responsibility is shifted onto Salesforce or the external system.

Here are some signs of this anti-pattern:

1. Logic Overload in Salesforce or External System: If Salesforce or the external system contains a lot of logic related to data translation, error handling, and so on, it's a sign that the 
middleware isn't fully performing its role.

2. Bypassing Middleware for Certain Operations: If some operations bypass the middleware entirely, such as a direct SOQL query from an external system to Salesforce, this can be a 
sign of the anti-pattern.

3. Reliance on Salesforce for Batch Management: If the middleware doesn't handle batch management (limiting the number of records in a transaction to prevent hitting Salesforce 
governor limits), and instead this responsibility falls to Salesforce, it might be a case of "Middleware In Name Only".

This anti-pattern can cause a number of issues:

● Increased load on Salesforce or the external system as they take on responsibilities that should be managed by middleware.
● More complexity in Salesforce or the external system, making them harder to maintain.
● Higher risk of hitting Salesforce governor limits, if batch management isn't handled appropriately.
● Decreased ability to handle errors or retries effectively, as these should typically be handled by middleware.

Avoiding this anti-pattern often involves ensuring that middleware is being fully leveraged to handle data translation, error handling, orchestration, batch management, and other tasks. This may 
involve reevaluating the middleware tool being used, or changing how it's being used, to ensure it's fulfilling its role effectively.



Fat Interface
The "Fat Interface" or "Interface Bloat" anti-pattern refers to a situation where an interface has too many methods, more than what most implementing classes 
actually use. This is often a result of trying to create a "one-size-fits-all" interface that can cover every possible use case. While it may seem like a good idea in theory 
to have a highly generalized interface, it can often lead to unnecessary complexity in the implementing classes and can violate the Interface Segregation Principle 
(ISP), a key principle of solid object-oriented design.

In the context of Salesforce, this could happen when creating Apex interfaces that have a large number of methods. Implementing classes would then be forced to 
implement all of these methods, even if they only actually use a few of them.

The problems with the Fat Interface anti-pattern include:

1. Increased Complexity: Having too many methods in an interface can make it difficult to understand and work with.
2. Reduced Flexibility: When a class is forced to implement methods it doesn't use, it can make the class more rigid and less flexible.
3. Wasted Development Effort: Developers need to write and maintain extra, unnecessary code when they create classes that implement the interface.
4. Interface Segregation Principle Violation: According to the ISP, no client should be forced to depend on interfaces they do not use. A fat interface often 

forces clients to have empty implementations of methods that they do not need, hence violating this principle.

Here are some tips to avoid the Fat Interface anti-pattern in Salesforce development:

● Interface Segregation Principle: Create smaller, more specific interfaces rather than one large, general interface. Each interface should be tailored to a 
specific set of behaviors.

● Role Interfaces: Design your interfaces around the roles that objects play in your system, rather than trying to cover all possible functionality.
● Refactoring: If you find an interface has become too bloated, consider refactoring it into smaller, more specific interfaces.

By following these principles, you can create a cleaner, more maintainable, and more flexible codebase in your Salesforce development.



Chatty Integration
Chatty Integration is an anti-pattern that occurs when an integration with an external system involves an excessive number of back-and-forth communications, also known as "round trips". This 
pattern can lead to performance issues due to network latency, increase the chances of failures, and could also consume API limits quickly.

In the context of Salesforce, this could occur if you have a process that makes frequent, small calls to Salesforce's APIs rather than fewer, bulk calls. For example, if you have a loop in your code that 
makes a SOQL query or a DML operation for each iteration, you could quickly hit Salesforce's governor limits.

Chatty Integration can lead to several issues:

1. Performance Issues: Each round trip involves network latency. If there are many round trips, the cumulative latency can negatively impact the performance of your integration.
2. API Limits: Salesforce enforces limits on the number of API calls you can make in a 24-hour period. If your integration is too chatty, you could hit these limits, causing your integration 

(and potentially other integrations) to fail.
3. Increased Chance of Failures: The more requests you make, the more chances there are for a request to fail due to network issues or other problems.

To avoid the Chatty Integration anti-pattern, consider these best practices:

● Batch Operations: Instead of making separate requests for each record, group multiple records into a single request. This is particularly important when performing DML operations or 
SOQL queries in Salesforce.

● Use Bulk API: For large data loads, consider using the Salesforce Bulk API, which is designed to efficiently handle large sets of data.
● Optimize SOQL Queries: Fetch only the data you need by using the SELECT clause effectively, and retrieve multiple objects in a single query using relationship queries when possible.
● Asynchronous Processing: Where possible, use asynchronous processing to manage API calls, so that you can handle large volumes of data without needing to wait for each individual 

operation to complete before starting the next.

By following these best practices, you can build efficient, robust, and scalable integrations with Salesforce.



Integration Pattern Monomania
Integration Pattern Monomania is an anti-pattern in Salesforce and generally in system integrations where one integration pattern or technique is used for all integration scenarios, regardless of 
their individual requirements or characteristics.

Just like most solutions, integration techniques are designed with certain use cases in mind. Some are optimized for large volumes of data (like the Bulk API), others for real-time communication 
(like the REST or SOAP API), and others still for specific scenarios like streaming data (like the Streaming API or Platform Events).

When you try to use one method for all scenarios, you can end up with several issues:

1. Performance Issues: Not all integration methods are created equal when it comes to performance. For instance, using REST API for bulk data transfer can lead to poor performance and 
hitting API call limits.

2. Inefficiencies: You could be missing out on the efficiencies and advantages of the different methods if you're always using the same one. For example, using the Bulk API for large data 
transfers can be much more efficient than using the REST or SOAP API.

3. Unnecessary Complexity: Some methods may add unnecessary complexity for simple scenarios. For example, using Platform Events for a simple request-response integration could 
overcomplicate the solution.

Here are some strategies to avoid Integration Pattern Monomania in Salesforce:

● Understand the Different Methods: Invest time to understand the different integration methods offered by Salesforce (REST API, SOAP API, Bulk API, Streaming API, Platform Events, 
etc.) and their best use cases.

● Choose the Right Tool for the Job: Analyze your integration scenario and choose the best method for the specific situation. Consider factors like data volume, real-time vs batch, 
complexity, etc.

● Architect for Flexibility: Design your integrations in such a way that you can switch methods if needed. This could involve using integration middleware or designing your system with 
loosely coupled components.

By choosing the right tool for the job, you can create efficient, performant, and robust integrations with Salesforce.



Big Bang Release
The "Big Bang Release" is an anti-pattern often seen in software development projects, including Salesforce implementations. This approach involves developing a 
large amount of functionality or a major system over an extended period and then releasing it all at once.

The idea might seem attractive, as it suggests a significant transformation and improvement. However, the Big Bang approach has significant risks and drawbacks:

1. Increased Risk: Large releases are harder to test thoroughly, increasing the likelihood of undiscovered bugs and problems.
2. Difficult to Manage Change: A big release typically means a lot of changes for users all at once, which can be overwhelming and lead to resistance, 

confusion, and a drop in productivity.
3. Delayed Value: By waiting to release until everything is complete, organizations delay the point at which they start deriving value from their investment.
4. Harder to Course Correct: Feedback from users is invaluable for improving a system. With a Big Bang release, you won't get meaningful feedback until 

everything has been built, which means it's much harder to make adjustments based on user input.

Here's how to avoid the Big Bang Release anti-pattern:

● Iterative Development: Instead of releasing everything all at once, aim to deliver functionality in small, manageable increments. This reduces risk, allows 
you to get feedback and course correct more easily, and allows users to gradually adapt to changes.

● Continuous Integration/Continuous Delivery (CI/CD): Automated deployment pipelines can help you deliver changes more frequently and reliably.
● User Training and Support: Rather than one big training session, provide ongoing training and support to help users adapt to changes as they are 

released.
● Feedback Loops: Regularly collect and act on feedback from users to improve the system and ensure it's meeting their needs.

By following these principles, you can deliver more value more quickly, reduce risk, and make your Salesforce implementations more successful.



Project Pieism
The term "Project Pieism" refers to an anti-pattern that can occur in software development, including Salesforce projects. The term refers to the practice of treating a 
project as a "pie" that can be easily divided into slices and assigned to different teams or individuals, with the expectation that the pieces can later be assembled into 
a cohesive whole.

While it might seem logical to divide up a large project this way, it can lead to several issues:

1. Lack of Cohesion: When parts of a project are developed independently, they often lack cohesion when they're assembled. This can lead to a system that 
feels disjointed and is difficult to use or maintain.

2. Integration Issues: Integrating disparate parts of a project can be much more complex than anticipated, often leading to delays and increased costs.
3. Blame Game: If things go wrong, teams might blame each other rather than taking collective responsibility.
4. Inefficiencies: Duplication of effort can occur when different teams develop similar functionality in isolation.

To avoid Project Pieism, consider the following practices:

● Unified Vision and Communication: Ensure everyone involved in the project understands the overall vision and goals. Regular communication between all 
parties is key.

● Collaborative Development: Instead of dividing the work into isolated chunks, encourage collaboration and shared responsibility. Agile methodologies, like 
Scrum or Kanban, can be useful in this respect.

● Regular Integration and Review: Rather than waiting until the end to assemble all the parts, aim for regular integration and review. This allows for early 
detection and resolution of issues.

● DevOps Practices: Tools and practices like Continuous Integration/Continuous Delivery (CI/CD) can help ensure that the different parts of your project work 
well together on an ongoing basis.

By keeping these principles in mind, you can help ensure that your Salesforce project is cohesive, efficient, and successful.



Using Packages to Create Silos
Using Packages to Create Silos is an anti-pattern in Salesforce development where the functionality is overly separated into distinct packages, often resulting in 
isolation between different parts of the system. This can be seen as an over-application of modularity, where the desire to split the system into manageable 
components leads to an architecture that is more fragmented than necessary.

Packages in Salesforce are a means of grouping together related objects, classes, and other components for deployment. They are a powerful tool for managing 
complexity and organizing your code. However, when used excessively or without a clear strategy, they can create problems:

1. Interdependencies: If not carefully managed, interdependencies between packages can become complex and difficult to manage. A change in one package 
might have unforeseen effects on another.

2. Isolation: When packages are too siloed, there may be unnecessary duplication of code and functionality. It can also be more difficult for developers to get 
a holistic view of the system and to work across packages.

3. Complex Deployment: If packages are not properly organized and managed, the deployment process can become more complicated and error-prone.

To avoid this anti-pattern, consider the following strategies:

● Strategic Planning: Plan your package architecture carefully. Packages should be organized around business functionality or features and should represent 
logical components of your system.

● Manage Interdependencies: Carefully manage the dependencies between your packages. Try to minimize dependencies where possible and clearly 
document any that exist.

● Shared Packages: For code or functionality that is used across multiple packages, consider creating a shared package that can be referenced by others.
● Communication and Collaboration: Encourage communication and collaboration between the teams working on different packages. Regularly share 

updates and align on common standards and practices.

By considering these strategies, you can avoid the pitfalls of this anti-pattern and utilize packages effectively to manage and organize your Salesforce code.



Dummy Unit Tests
The "Dummy Unit Tests" anti-pattern refers to a practice in which unit tests are created that do not meaningfully test the functionality of the code. Instead, they exist simply to meet code coverage 
requirements in Salesforce, which requires at least 75% of your Apex code to be covered by unit tests before you can deploy to production.

However, simply meeting the code coverage requirement is not the real goal of unit testing. Unit tests are intended to verify that your code behaves as expected under a variety of conditions, and 
to help catch and prevent bugs. Dummy unit tests fail to achieve this objective.

Here are some characteristics of Dummy Unit Tests:

1. No Assertions: A common characteristic of dummy unit tests is that they have no assertions, or the assertions do not meaningfully test the functionality of the code. Assertions are used 
to verify the outcome of a test method, comparing the actual result with the expected result.

2. Not Testing All Paths: If a unit test only runs the code but doesn't test the various logical paths or edge cases, it can be considered a dummy test.
3. Data Independence: If tests are not isolated and depend on specific data in the organization, they could pass in one context and fail in another.
4. Ignoring Failures: Sometimes developers write unit tests that catch all exceptions and always pass, even when the code fails. This is a clear sign of a dummy test.

To avoid the Dummy Unit Tests anti-pattern, consider the following best practices:

● Test Different Scenarios: Test all logical paths through your code, not just the happy path. This should include testing edge cases and how your code behaves under exceptional 
conditions.

● Use Assertions: Make meaningful assertions in your tests to confirm that your code is behaving as expected.
● Isolate Your Tests: Each test should set up its own data and be able to run independently of other tests and the existing state of the database.
● Code Reviews: Have your code and your tests reviewed by peers. They can provide valuable feedback and catch issues you might have missed.

Remember, the goal of unit testing is not just to meet a code coverage requirement, but to ensure that your code is working correctly and to help catch bugs early in the development process.



Cognitive Overload
"Cognitive Overload" is a common anti-pattern in software development, including Salesforce implementations. This term refers to situations where users or developers are presented with too 
much information or too many choices at once, making it difficult for them to understand or make decisions.

Here are a few ways Cognitive Overload can manifest in Salesforce:

1. Overly Complex User Interfaces: If a Salesforce page is cluttered with fields, buttons, related lists, etc., users can have trouble understanding what they're supposed to do. This can lead 
to errors and decreased productivity.

2. Complex Business Logic: If your Apex classes or triggers are too complex, it can be difficult for developers to understand how they work, making it more difficult to maintain or extend 
the system.

3. Over-Engineering: This can happen if a system is designed to handle every possible scenario or future requirement. The result is often an overly complex solution that is hard to 
understand, maintain, or extend.

To avoid the Cognitive Overload anti-pattern, consider these best practices:

● Simplicity and Clarity: When designing user interfaces or developing code, aim for simplicity and clarity. Use clear names for fields, variables, and classes, and keep your layouts and 
code as simple and clean as possible.

● Modular Design: Break complex systems down into smaller, more manageable parts. This applies both to your code (using classes and methods) and to your user interfaces (using 
sections, tabs, or even separate pages).

● Documentation: Proper documentation can help both users and developers understand how things work.
● User Training: Training can help users understand how to use the system effectively. This could include general Salesforce training as well as specific training on your customizations.
● Iterative Development: Rather than trying to build a complex system all at once, build it in small, manageable pieces. This can help reduce complexity and make it easier to understand 

and test each part.

Remember, it's not just about building a system that works. It's about building a system that people can understand and use effectively.



Ambiguous Solution
The "Ambiguous Solution" anti-pattern refers to a situation where the solution or design of a Salesforce implementation is not well-defined or understood. This could 
be due to poor communication, lack of documentation, or lack of a clear vision or strategy for the implementation. Here are some potential impacts of this 
anti-pattern:

1. Confusion and Misunderstanding: If the solution is not well-defined or understood, it can lead to confusion and misunderstanding among the team 
members, stakeholders, and users. This can result in delays, errors, and inefficiencies.

2. Inconsistent Implementation: Without a clear understanding of the solution, different team members may interpret requirements or design principles in 
different ways, leading to an inconsistent implementation.

3. Difficulty in Maintenance and Extension: If the solution is ambiguous, it can be difficult to maintain or extend the system in the future, as it may not be 
clear why certain decisions were made or how the system is supposed to work.

To avoid the Ambiguous Solution anti-pattern, consider the following best practices:

● Clear Vision and Strategy: Have a clear vision and strategy for your Salesforce implementation. This should be communicated to all team members and 
stakeholders.

● Documentation: Document your solution, including design decisions and the reasons for them. This can help team members understand the solution and 
can serve as a valuable resource for future maintenance or extension.

● Communication: Regular communication among team members and stakeholders can help ensure everyone has a clear understanding of the solution. 
This could include meetings, emails, shared documents, or other forms of communication.

● Training: Training can help team members understand the solution and how to implement it effectively. This could include Salesforce training as well as 
training on your specific solution.

By following these practices, you can help ensure that your Salesforce solution is clear, consistent, and well-understood by all team members and stakeholders.



Groundhog Day
The "Groundhog Day" anti-pattern, named after the 1993 movie where the protagonist relives the same day over and over, refers to a situation where the same 
problems or issues keep recurring, often because the root cause of the issue was not addressed.

In the context of Salesforce, this could manifest in several ways:

1. Recurring Bugs: If a bug is fixed by addressing the symptom rather than the root cause, it might seem like it's resolved, only for it to crop up again later, 
possibly in a slightly different form.

2. Repeated Performance Issues: You might see a recurring issue with performance where the system becomes slow or unresponsive under certain 
conditions. Simply increasing resources (like adding more CPU or memory) might temporarily alleviate the issue, but if the underlying problem isn't fixed 
(like inefficient code or poor database design), the issue will likely recur.

3. Repeated User Errors: If users keep making the same mistakes, it could indicate a problem with the user interface or the training they received. Simply 
telling them what they did wrong won't prevent the problem from recurring; instead, you need to address the underlying issue.

Here's how to avoid the Groundhog Day anti-pattern:

● Root Cause Analysis: When problems arise, don't just fix the symptoms. Investigate to find the root cause of the problem and address that.
● Learn from Mistakes: When something goes wrong, treat it as a learning opportunity. Conduct a post-mortem to understand what happened and how you 

can prevent it from happening again.
● Proactive Monitoring: Use monitoring and logging tools to catch problems early, before they start causing noticeable issues.
● User-Centered Design: Design your system with the user in mind. If users keep making the same mistakes, it might be a sign that your system is not 

intuitive or user-friendly.

By addressing issues at their root and learning from mistakes, you can break out of the Groundhog Day cycle and continuously improve your Salesforce 
implementation.



Non-Standard Documentation
The "Non-Standard Documentation" anti-pattern refers to a situation where documentation for a Salesforce implementation is inconsistent, poorly organized, or otherwise not in line with best 
practices. Documentation is crucial for the ongoing maintenance and development of your Salesforce solution, as well as for onboarding new team members and users. When documentation is 
lacking or non-standard, it can lead to several issues:

1. Confusion: If the documentation is inconsistent or poorly organized, it can be difficult for team members and users to understand how the system works and how to use it effectively.
2. Delays: Lack of good documentation can slow down development and troubleshooting efforts, as developers may need to spend more time understanding existing code and 

functionality.
3. Errors: Without clear, accurate documentation, developers and users are more likely to make mistakes.
4. Knowledge Loss: When team members leave or change roles, their knowledge might be lost if it's not properly documented. This can be particularly problematic in complex or custom 

implementations.

To avoid the Non-Standard Documentation anti-pattern, consider the following best practices:

● Documentation Standards: Establish and enforce standards for your documentation. This could include templates for certain types of documents, guidelines for writing style and 
format, and standards for where and how documents should be stored and organized.

● Document as You Go: Make documentation part of your development process, rather than something that's done after the fact. This can help ensure that documentation is kept 
up-to-date and that important details aren't forgotten.

● Include All Stakeholders: Documentation isn't just for developers. Users, administrators, and other stakeholders might also need documentation, so make sure their needs are 
considered.

● Version Control: Just like your code, your documentation should be versioned so you can track changes over time.
● Tools and Automation: Use tools and automation to help with your documentation. For example, tools like Javadoc or Doxygen can automatically generate documentation from your 

code comments.

Remember, good documentation is a valuable investment that can save you time and effort in the long run.


